Hey everyone! My name is Joshua Hunter and I will be the master tutor for CS 1430 this semester. I am a junior Computer Science major with minors in mathematics and music. This course is designed to give you an introduction to C++, code design, and general computer science concepts. These resources will be available every week to offer a review of some sections of the course material, so make use of them as needed. However, this document cannot cover everything in a given week, so make sure you get help on any specific concepts you struggle with. Remember, these resources should be used as a review and to help answer any general questions, and NOT as a substitute for reading the textbook or attending lectures. If you have any questions regarding CS 1430 or computer science in general, feel free to reach out to me; but don’t forget that your course instructor is the most important resource you have in this introductory programming course.

Reminder: Our group tutoring sessions will be held on Tuesdays from 6:00PM - 7:00PM, in Cashion C202. They will begin on September 7th. You can get more information and reserve a spot at https://baylor.edu/tutoring.
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TOPIC OF THE WEEK

Basic Input & Output

Whether this is your first time programming or just your first time using C++, there are a few new standards and things to understand that you will need to get accustomed to. The first instance of that in most new coding languages is how input and output are handled. In C++, the object cout is used to display things to the screen (output), and the object cin is used to receive user input. Output can be shown from a basic hello world program where we can explore some of those principles, as well as some other structural components within the C++ language.
An example of input can be seen through another simple program that tells a user hello based on their name.

```cpp
#include <iostream>
using namespace std;

int main() {
    // This is a string, which is text that will be used to store a name
    string userName;

    // This statement will ask the user to input their name
    cout << "Please enter your name:" << endl;

    // This statement will take the name input from the console and store it in userName
    cin >> userName;

    // This will print a hello statement to the screen using the name input by the user
    cout << "Hello " << userName << "!" << endl;

    return 0;
}
```

Pay special attention to the places in the code where “//” appears. These places in the code are called comments. **Comments have absolutely no effect on how a program runs**, however they are super useful to include, as they are a way to write notes about how a program works.
Another important concept within most programming languages is the concept of a variable. A variable is responsible for holding a specific type of value(s). The most common forms of variables you will use are:

<table>
<thead>
<tr>
<th>Variable Type</th>
<th>Description</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>bool</td>
<td>Stores a value of true or false</td>
<td>true, false</td>
</tr>
<tr>
<td>char</td>
<td>Stores a single character</td>
<td>‘a’, ‘1’, ‘$’</td>
</tr>
<tr>
<td>string</td>
<td>Stores a string of characters a.k.a. A text value</td>
<td>“Hello”, “CS1430”</td>
</tr>
<tr>
<td>int</td>
<td>Stores a integer, whole number value</td>
<td>1, 123, -12</td>
</tr>
<tr>
<td>double</td>
<td>Stores a floating point, decimal value</td>
<td>3.14, 1.0, -123.0</td>
</tr>
</tbody>
</table>

To initialize a variable, you put the variable type, followed by the variable name. Once a variable is declared, you can change the value of it. You can do this on the same line as the declaration, or on a separate line (excluding the variable type since it has already been declared).

```c
//This is how to declare an integer named x
int x;

//This is how to declare an integer named y with a value of 123
int y = 123;

//This is how to set x (which has already been declared) with a value of 1
x = 1;
```

One thing to note, is that if you declare a variable and don’t set a value to it, it will generate a junk value to it (in most cases) and be properly set to what you want it to contain before it is used.

### Arithmetic Operators

Setting variables alone in most instances will not be enough. To perform any sort of computation, arithmetic operators will have to be invoked. A list of the most common operators are described in the table below:
<table>
<thead>
<tr>
<th>Operator</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>+</td>
<td>Adds two variables</td>
</tr>
<tr>
<td>-</td>
<td>Subtracts two variables</td>
</tr>
<tr>
<td>*</td>
<td>Multiplies two variables</td>
</tr>
<tr>
<td>/</td>
<td>Divides two variables</td>
</tr>
<tr>
<td>%</td>
<td>Returns the remainder between two numbers (after division)</td>
</tr>
<tr>
<td>==</td>
<td>Returns <code>true</code> if two values are equal to each other, <code>false</code> otherwise</td>
</tr>
<tr>
<td>!=</td>
<td>Returns <code>true</code> if two values are not equal to each other, <code>false</code> otherwise</td>
</tr>
<tr>
<td>&lt;</td>
<td>Returns <code>true</code> if the left variable is less than the right variable, <code>false</code> otherwise</td>
</tr>
<tr>
<td>&gt;</td>
<td>Returns <code>true</code> if the left variable is greater than the right variable, <code>false</code> otherwise</td>
</tr>
<tr>
<td>&lt;=</td>
<td>Returns <code>true</code> if the left variable is less than or equal to the right variable, <code>false</code> otherwise</td>
</tr>
<tr>
<td>&gt;=</td>
<td>Returns <code>true</code> if the left variable is greater than or equal to the right variable, <code>false</code> otherwise</td>
</tr>
</tbody>
</table>

Learning the uses of different operators will become more apparent as you start needing them for different programs, but it's good to just get familiar with the different types out there.

CHECK YOUR LEARNING

1. What is the object used to receive user input?
2. What variable type can hold a true or false value?
3. True or false, you need to redeclare a variable every time you change its value?
4. What arithmetic operator returns the remainder of division between two variables?
THINGS STUDENTS MAY STRUGGLE WITH

1. Make sure you take some time to look up the different components used within C++. Actually understanding everything you put in a program is far more beneficial than just “trusting that it works”.

2. It’s easy to be lazy when programming and not comment and come up with “junk” variable names, but taking the time to properly take notes of what is happening in your programs and making meaningful variable names will do you a better service in the long run when your programs start to be a lot more complicated.

3. Depending on the type of variable used, the behavior for different arithmetic operators can behave certain ways or can even not exist (e.g. string / string).

4. The modulo, %, operator can be slightly confusing for those who have never seen it before. It can only be used between non-floating point variables and will serve as the remainder of division between the numbers. An example of this is 17 % 6. Since 17 divided by 6 results in 2 remainder 5, then the answer of 17 % 6 is 5.

5. You can store the result of an arithmetic operation the same as when you store a number. For example, if you want to store the sum of variables numberOne and numberTwo in the variable result (assuming all three variables are int’s and already declared) then you would just perform the following statement
   
   ● result = numberOne + numberTwo;

Answers:

1. cin
2. bool, or a boolean variable
3. False (Once a variable is declared, it will stay declared until the end of the program)
4. %, or the modulo operator